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Abstract 

 

Technology nowadays is a very important tool in many fields of our daily life. It is a major factor 

in the development of many objects that significantly improves the way and quality of life of many 

people. The rise of technology has been largely achieved using computers and more specifically 

using the right software. Many fields of technology evolved significantly with the development of 

new and more complex software capable of meeting the demands that arose. The need to develop 

complex software within a short time made it imperative to organize and design how the software 

was implemented to reduce the risk of failure.  

Proper software development helps developers make huge savings in time and cost. With proper 

design and analysis of the requirements and functions that the software should have, the risk of 

failure and malfunctioning is greatly reduced. The Software Development Life Cycle (SDLC) 

methodologies define specific steps and actions for correct and efficient software development. In 

this way, the team of developers follows a specific way of implementation to reduce the risk of 

failure. Depending on the size and complexity of the software, a different SDLC model is required. 

The risk of software implementation failure can be further reduced by proper staff management. It 

is very important that the team leader can have an overview of the project and the programmers 

assigned to implement it. 

The purpose of this master's thesis is to present an application for a team leader to manage and 

assign projects to his staff based on SDLC models. Initially, the team manager will be able to 

register all team members-programmers and then can assign projects based on any SDLC model 

wants (Waterfall, Iterative, Spiral, V-Shaped). He will be able to manage the phases of each model 

and have an overall estimate of the cost and delivery time of the project. The team members will 

also be able to access the application and be able to informed about their financial information to 

the company, as well as the projects assigned to them in detail with the deadline of each phase. 
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Σύνοψη 
 

Η τεχνολογία στις μέρες μας αποτελεί ένα πολύ σημαντικό εργαλείο σε πάρα πολλούς τομείς στην 

καθημερινότητα μας. Αποτελεί κύριο παράγοντα εξέλιξης σε πολλά αντικείμενα που βελτιώνουν 

σημαντικά τον τρόπο και την ποιότητα ζωής πολλών ανθρώπων. Η άνοδος της τεχνολογίας επι-

τεύχθηκε σε μεγάλο βαθμό με την χρήση υπολογιστών και πιο συγκεκριμένα με την χρήση του 

σωστού λογισμικού. Πολλοί τομείς της τεχνολογίας εξελίχθηκαν σημαντικά με την ανάπτυξη και-

νούργιου και πιο πολύπλοκου λογισμικού, ικανού να ανταποκριθεί στις απαιτήσεις που εμφανιζό-

ταν. Η ανάγκη ανάπτυξης πολύπλοκου λογισμικού σε καθορισμένα χρονικά όρια έκανε επιτακτική 

την ανάγκη οργάνωσης και σχεδίασης του τρόπου υλοποίηση του λογισμικού προκειμένου να 

μειωθεί ο κίνδυνος αποτυχίας.  

Η σωστή ανάπτυξη λογισμικού βοηθάει τους προγραμματιστές να κάνουν τεράστια εξοικονόμηση 

χρόνου και κόστους. Με την σωστή σχεδίαση και ανάλυση των απαιτήσεων και λειτουργιών που 

θα πρέπει να έχει το λογισμικό, μειώνεται κατά πολύ ο κίνδυνος αποτυχίας και δυσλειτουργίας 

του. Βασικό εργαλείο για την σωστή και αποτελεσματική ανάπτυξη λογισμικού αποτελούν οι 

Software Development life cycle (SDLC) μεθοδολογίες που καθορίζουν συγκεκριμένα βήματα 

και ενέργειες που πρέπει να γίνουν σε σαφή χρονικά πλαίσια. Με αυτόν τον τρόπο η ομάδα των 

προγραμματιστών ακολουθεί έναν συγκεκριμένο τρόπο υλοποίησης για να μειωθεί ο κίνδυνος 

αποτυχίας. Ανάλογα το μέγεθος και την πολυπλοκότητα του λογισμικού απαιτείται και διαφορε-

τικό SDLC μοντέλο. Ο κίνδυνος αποτυχίας υλοποίησης ενός λογισμικού μπορεί να μειωθεί ακόμα 

περισσότερο με την σωστή διαχείριση προσωπικού. Είναι πολύ σημαντικό ο υπεύθυνος της ομά-

δας να μπορεί να έχει μία συνολική εικόνα του έργου και των προγραμματιστών που τους έχει 

αναθέσει την υλοποίηση. 

Σκοπός της συγκεκριμένης εργασίας είναι να παρουσιάσει μία εφαρμογή, ώστε να μπορεί ένας 

υπεύθυνος ομάδας να διαχειριστεί και να αναθέσει έργα στο προσωπικό του, βάση SDLC μοντέ-

λων. Αρχικά θα μπορεί ο διαχειριστής-υπεύθυνος της ομάδας να κάνει εγγραφή για όλα τα μέλη-

προγραμματιστές και στην συνέχεια θα μπορεί να τους αναθέτει έργα βάση όποιου SDLC μοντέ-

λου επιθυμεί (Waterfall, Iterative, Spiral, V-Shaped). Θα μπορεί να διαχειρίζεται τις φάσεις κάθε 

μοντέλου και να έχει μία συνολική εκτίμηση του κόστους και χρόνου παράδοσης του έργου. Τα 

μέλη της ομάδας θα μπορούν να έχουν και αυτά πρόσβαση στην εφαρμογή και να ενημερώνονται 

για τα οικονομικά τους στοιχεία στην εταιρία, αλλά και για τα έργα που τους έχουν ανατεθεί ανα-

λυτικά με τους χρόνους παράδοσης κάθε φάσης.  
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1 Introduction 

     In recent years there has been a huge growth in technological development in many fields that 

directly affect everyday life in the modern world. The impact of this growth increases daily the 

demand for creating large-scale reliable software systems that serve the needs that emerge [1]. The 

development of such systems is in many cases a difficult process for the teams that undertake it, 

as it requires proper management of human resources, budget, and time for the development of 

each subsystem. Improper management of the above can lead to delayed delivery time or even the 

inability to complete the system [2][3]. 

     As a result, the Software Development life cycle (SDLC) was created, which is a methodology 

for the creation and modification of a reliable software system. There are several SDLC models 

used depending on the software system to be developed [4][5][6]. The choice of each SDLC model 

depends heavily on the delivery time, the available human resources and by budget for the project 

assigned. The most popular and used SDLC models are the Agile model, Waterfall model, Iterative 

model, Spiral model, and V-shaped model [7][8]. 

    There are project management platforms that allow companies to manage their human resources 

according to the models mentioned above [9][10][11]. Most systems, however, need several 

configurations to support management based on these SDLC models. The problem occurred when 

a project manager needs open-source software to be able to manage staff based on SDLC models 

that would be all in one application, without the need for configuration or changes to support the 

SDLC models. Still, be able to access it from all devices and give him the ability to have a complete 

view of his staff regarding financials and assignment of tasks. 

     In this thesis will be created an open-source system that will allow the user to manage the 

human resources and schedule to develop software systems with whichever SDLC model the user 

chooses (Waterfall, Iterative, Spiral, V-Shaped). Initially, it will be able to give data to the system 

such as names and salaries of employees through fields. The user will then be able to assign 

projects depending on the available human resources and the chosen SDLC model (each SDLC 

model has a standard management framework, based on the definition of each model separately). 

Eventually, the user has a complete perspective of the total delivery time of the project and the 

cost spent for its development. 
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    In conclusion, the purpose of this thesis is to offer the optimum ability to manage and oversee 

the software development process to the user. In addition, the user can modify the system as an 

extension to an HRMS (Human Resource Management System) allowing additional SDLC models 

to be added to existing ones. Finally, with the API that the system will have internally, other 

systems will be able to connect to pull any data the user needs. 
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2 Background  

     The rise of technology has made it possible for computers to be used in critical fields of society 

and for everyone to have easy access to meet their daily needs. With the use of the right software, 

the computer is a very important tool for direct management and processing of data as well as for 

problem-solving in various fields such as:  

• Industry 

• Banks and financial 

• Business 

• Communication 

• Education 

• Medical 

• Transportation 

     Depending on the field where the computer is used, the needs that arise and the way of solving 

problems differ. Some sectors need software to process a small amount of data, but other fields 

need quite complex software that can process a huge amount of data [12][13]. 

     According to the above, the need to develop systems capable of meeting the needs of the users 

and to be able to develop them in a pre-defined schedule was created. The creation of these systems 

is in many cases a complex and time-consuming process for the teams of people who undertake it. 

Proper development of software systems requires proper management of manpower, resources, 

and time for the development of each subsystem until the completion of the whole system and the 

changes that may occur during its creation. In case of mismanagement of the above then the teams 

of people who have undertaken it are faced with delayed delivery time, wrong implementation, or 

even failure to deliver the system [2][3]. To avoid such phenomena and to develop software 

systems properly, Software Development life cycle (SDLC) models were developed where they 

are predefined methodologies by which a reliable high-quality software system is created and 

modified with a low risk of failure. 
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2.1 Software Development Life Cycle (SDLC) 

Software Development Life Cycle (SDLC) is a process that is used for software development and 

includes all the required steps that need to be taken to develop and deliver a software system with 

the lowest possible risk of failure and the highest possible maintenance of quality [16]. It is a 

detailed illustration of the set of activities to be followed by all parties involved [14]. The parties 

involved are usually a programming company and the customer who is in frequent communication 

throughout the development of a software system due to changes or difficulties that arise. Some 

of the activities included in a software lifecycle are necessary and others are optional to enable 

direct interaction between developers and customers and the flexibility to deal with difficulties or 

errors that may arise throughout the lifecycle [17]. A simple life cycle that software has consists 

of five steps and includes software design to software maintenance. Each step includes sub-steps 

and procedures to be followed [14]. Figure 1 depicts all the steps in detail, and they are discussed 

in detail below. 

 

 

 

 

 

 

 

 

 

 

 

Figure 1 Software Development Life Cycle (SDLC) 
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1) Requirement Analysis 

It is the first and most important step for proper software development. In this process, all the 

requirements of the product are analyzed and a forecast of the resources that will be needed and 

the management that must be done. During this process, the client is in constant communication 

with all the stakeholders who are developers, sales, external and internal experts, and others to 

make a complete analysis of the requirements they have about the product and the full schedule 

that the software development should have [16][17]. This way the cost evaluation is done and 

enables the developers to have a complete picture of the product they must develop. After this 

process, a Software Requirements Specification (SRS) document is produced[18].  

The SRS document describes all the features that the product will have, the business processes 

that will be supported, and contains the functional requirements that have been set. It is a very 

important document since they rely on it to implement the next steps of the software lifecycle. It 

still prevents design errors such as conflicting requirements that may occur and need reassessment 

by all parties involved in the project [18]. 

2) Design 

    In the design phase, product architects or engineers based on the SRS document create design 

approaches for the architecture of the product or system. They convert the requirements into 

specifications and usually create different versions of Design Document Specifications (DDS). 

The DDS document defines all the architectural modules of the product and contains several design 

diagrams and models including class diagrams, data flows, Unified Modeling Language (UML) 

diagrams, and use case diagrams. The document is then checked against criteria such as correct 

design and time calculation to select the most correct DDS document in terms of its design 

approach [15][16][17]. 

3) Development 

    After the requirement analysis and design, the development of the software product is started 

by the developers who have undertaken the project. The software is developed following the DDS 

document discussed above and the guidelines set out individually by each organization. The 

developers have at their disposal many programming and data management tools that help them 

to develop software correctly and quickly without much difficulty if these tools are used properly. 
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Various programming languages are used depending on the product to be created and usually, a 

documentation of the code is written for the understanding of other developers who may need to 

maintain or extend this code [15][16] [17]. 

4) Testing 

    It is a very important process for the software as it is just before the product becomes available 

to users. The developers test the code to make sure that all functions and generally all software 

created works properly without bugs. This process usually identifies many points that need 

improvement or correction until the product reaches the specifications set in the SRS document 

discussed above. This process must be done correctly because once the software is made available 

to users it can create a lot of discomfort in the event of a defective operation [15][16] [17]. 

5) Maintenance 

     In the last stage of the software life cycle, the creation and testing are complete and have been 

given to the users. They, in turn, identify different bugs in the system over time, and the developers 

assigned to the project are required to solve the bugs that occurred [15][16][17]. 

 

2.2 SDLC Models 

    Over time with the use of classical software development life cycles, several models defining 

specific steps for software development have been created and are referred to as SDLC Models or 

Software Development Process Models (SDPM). Each model is different from the others and 

contains different steps or ways to develop software. Every SDLC model has different advantages 

and disadvantages and is used in different circumstances depending usually on the size and cost of 

each product [16]. In this report, the following four models will be analyzed and implemented in 

the project that will be analyzed below. The four models are:  

1) Waterfall 

2) Iterative 

3) Spiral 

4) Vmodel 
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Figure 2 Waterfall SDLC 

2.2.1 Waterfall  

    The Waterfall model was introduced by Winston W. Royce in 1970 and is the first of the models 

created. It is a sequential model and is the basis for the creation of later models [28]. It is very 

simple to understand and apply and was the most popular model in earlier years. It is divided into 

six phases and each phase must end before the next phase can begin [20][27]. The original 

Waterfall model allows us to go back to previous phases at the end. Figure 2 shows the six phases 

of the Waterfall model. 

 

 

 

 

 

 

 

 

 

 

 

1) Requirement Gathering and analysis 

    In the first phase of the Waterfall model, a detailed record of the customer's requirements must 

be made and all the functions and capabilities that the customer wants the system to have must be 

analyzed. The requirements should be fully understood and recorded without any point that is not 

properly specified. The developers should know how the final product must be, by analyzing all 

the requirements of the customer. Then once the analysis has been done all the requirements and 

functions are recorded in an SRS document as discussed in the explanation above [12][31][33].  
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2) System Design 

Based on the SRS created in the previous phase, the requirements are extracted and converted into 

a form that can be used to start code implementation. To do this a Software Design Document 

(SDD) is produced which contains a detailed analysis of the architecture of the system. It contains 

schedules, functional descriptions, user interface, solutions to problems that may arise, and 

objectives that in their entirety implement the customer's requirements. Once the creation of the 

SDD document is complete then the developers have the tools they need to start the 

implementation [12][31][45]. 

3) Implementation  

The developers start the implementation of the system according to the customer's requirements 

and the documents mentioned above. The implementation can be done in several different 

programming languages or a combination of several of them. The type of language used will vary 

depending on the type of system and the experience of the team undertaking the development. The 

system is usually divided into smaller pieces called units and implemented separately in the next 

phase where they merged. The reason this is done is so that the developers can be much more 

aware of various bugs that may not be visible [12][31][33]. 

4) Integration and Testing 

The smaller pieces of code created in the previous phase are checked for any errors or bugs they 

may have. Then they are integrated into a system that is subjected to many tests for proper opera-

tion. It is a very important phase for the model because errors are identified that can greatly affect 

the use of the system and even the experience that end users will have. If the system does not work 

correctly then there is an immediate risk that the software will cease to be used [12][31][33]. 

5) Deployment of system 

After the completion of the tests on the system and the correction of any errors and bugs that 

occurred, the system is deployed and becomes accessible by the client and other users that may 

exist [31][33]. 
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 6) Maintenance 

In the final phase of the Waterfall model, the system is maintained, and errors detected by users 

are fixed. [12][31][33]. 

Advantages 

1) It is one of the simplest models and is very easy to understand. 

2) The timelines are clearly defined from the start. 

3) It has very good results in small systems where the requirements are well-known from 

the beginning. 

4) Each phase of the model is implemented on its own each time rather than in parallel with 

another. 

5) The customer can know the cost that the system development as the schedules are certain 

from the beginning [19][20][22].  

Disadvantages 

1) It is a difficult model when used for large systems. 

2) The customer should fully know all the requirements they want from the system from 

the beginning. 

3) It has a high risk of failure. 

4) Not recommended for object-oriented projects and complex systems [22] [25] [27]. 
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2.2.2 Iterative  

This model was created to solve the problems or shortcomings created by the waterfall model. 

With the waterfall model there was the big problem that the customer's requirements had to be 

known from the beginning with absolute clarity. This was solved by creating the Iterative Waterfall 

Model. This is an iterative model that aims to complete the project by creating small pieces until 

the whole project is complete. In each iteration, the project goes through all the phases that a 

Waterfall model project goes through too, with the big difference that in the Iterative model as 

many iterations can be done as needed. Usually, with each new iteration, there are design updates 

and new functionality to make the system work better or to meet customer requirements. Figure 3 

shows the Iterative Model with the lines pointing backward to represent the iteration of the model 

[19][21][23]. 

 

 

 

 

 

 

 

 

 

Figure 3 Iterative SDLC 
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Advantages 

1. Not all requirements must be known from the beginning. 

2. Changes can be made during the development of the system. 

3. The development of the system is done with a lot of customer feedback. 

4. Lower risk of failure compared to the simple Waterfall Model. 

5. Ideal for large systems where requirements and functions can change. 

6. It takes less time to start the implementation as the requirements may change in future 

iterations [21][22][25]. 

Disadvantages 

1. Not ideal for small systems. 

2. The cost can increase quite a bit compared to the simple Waterfall Model because when 

there is a change in requirements several points in the code must be changed or even 

deleted. This process requires a lot of time and therefore costs a lot of money for the 

development teams. 

3. System integration is not known from the beginning with the risk that it takes much more 

time or more iterations than what was predicted at the beginning. 

4. It is difficult to manage. 

5. It requires a very proper design between iterations [22][31][25]. 
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2.2.3 Spiral  

The spiral model is an evolutionary software process model that combines the linear sequential 

model's controlled (Waterfall Model) and systematic elements with the iterative feature of 

prototyping. A very strong emphasis is placed on risk management which is directly related to the 

performance of the system. The spiral model consists of four phases that are iterated until the 

system is completed. Each iteration is based on risk management from the beginning, and it is not 

known how many iterations will be needed to complete the system. Figure 4 shows the spiral 

model along with its four phases [21][25][24]. 

 

 

 

 

 

 

 

 

 

Figure 4 Spiral SDLC 

 

 

Identifying and understanding requirements 

In the first phase, the customer's requirements are analyzed to fully understand the development 

team. The team that will create the system should at this phase have a complete understanding of 

the functionality and requirements of the system [32][33][23]. 
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Performing risk analysis 

Once the first phase is completed a risk analysis is done and various risks for the system are 

predicted. An assessment is made of the weaknesses and risks identified such as cost and then the 

best implementation strategy with the lowest risks is chosen if the customer is satisfied 

[23][32][33]. 

Implementation 

After the best version of the system has been selected then the implementation of the system is 

started by the team of developers. The developers should create the system based on the customer's 

requirements and be in constant communication with the customer [32][33]. 

Integration and Testing 

In this phase, once the initial system or a version of the system (if it is the second iteration and 

beyond) is created, measurements and performance evaluation are done. Many tests are done to 

ensure the correct and smooth operation of the system. In the end, the customer uses the system to 

evaluate it and provide further requirements for future iterations [23][32][33]. 

Advantages  

1. There is a strong emphasis on risk analysis to reduce the risk of failure. 

2. Ideal for large and complex systems. 

3. The customer can receive an initial version of the system very early on. 

4. Allows requirements to be added to the system in future iterations [22][31]. 

Disadvantages 

1. It is a high-cost model. 

2. Risk analysis requires a lot of subject matter expertise. 

3. Not recommended for small systems. 

4. The number of iterations needed is unknown. 

5. Complex compared to other models [22][31][33]. 
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2.2.4 V-Shaped  

The V-shaped model is one of the most used models and is an evolution of the Waterfall model. It 

has taken its name from its shape as shown in Figure 5 because it is divided into two groups of 

phases with the first group connected to the end and the second group connected to the beginning 

by coding. The first group of phases is about verification which focuses on the requirements that 

the system must have and its design. The second group of phases concerns validation which is 

mainly focused on testing the system and validating that all the requirements have been carried out 

correctly. Each phase from verification is directly linked to a phase from validation because in 

each implementation there will be a test that has to be done. Figure 5 shows the V-shaped model 

[19][23][25]. 

 

 

 

 

 

 

 

 

 

 

 

Figure 5 V-Shaped SDLC 
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Business requirement analysis 

It is the first and most basic phase of all as the customer is given the requirements of the system 

and the functions it should have. 

System Design 

The basic design of the system is made according to the customer's requirements regarding the 

system. 

Architecture Design 

Analyze further the basic design of the system and all the technical specifications it will have such 

as database tables, architecture diagrams, etc. 

Low-Level Design 

The system is divided into smaller modules to make it easier to implement and check that 

everything is working properly. 

Coding 

Once all the previous phases are completed, the implementation of the system starts according to 

the customer's requirements and the analyses that have been made. 

Unit Testing 

Testing is started and performed on all the modules that the system has been split to identify and 

fix various bugs.  

Component Testing 

They start integrating the modules into the system and testing their communication. 

System Testing 

When the whole system is completed then testing is done by the client team to make sure that all 

the requirements of the system have been created [19][25]. 
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Acceptance Testing 

It tests the user environment in real-life conditions and identifies bugs or errors that may occur. 

Advantages 

1. Simple to understand and implement. 

2. Ideal for small systems. 

3. Has a lower failure rate than the Waterfall model. 

Disadvantages 

1. It is not ideal for complex and large systems. 

2. Requirements must be fully known from the beginning. [19][24][26]. 
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2.3 Problem Statement & Existing Systems 

 
    Before implementation of the system, a literature search was conducted on SDLC models 

aiming to fully understand them and applications that have been done in combination with human 

recourses systems (HRMS). The main direction of the research was to find applications or studies 

that analyze implemented HRMS based on SDLC models, i.e., to enable a programming company 

or a manager to manage his staff in software development based on the SDLC models mentioned 

above. The research conducted revealed that many studies focused on how to develop software 

using SDLC models [36][37] rather than developing systems that manage staff based on these 

models. Most studies made comparisons between SDLC models [12][34][35] or focused on HRMS 

analysis without including their combination.  

    The problem occurred when someone needs open-source software to be able to manage their 

staff based on some SDLC models that would be all in one application, without needing 

configuration or changes to support the SDLC models. Still, be able to access it from all devices 

and give him the ability to have a complete view of his staff regarding financials and assignment 

of tasks. Many systems at commercial and research levels such as [11][38][39][40] offer the user 

the ability to manage their staff such as their salaries and other information. Some researchers 

analyze commercial tools that offer the possibility to directly manage staff based on some SDLC 

models or indirectly by adjusting various parameters [1][9][10]. 

     This master thesis aims to create a system that solves the above problems and offers additional 

features to someone who needs it. It will have the main goal to enable the staff manager to assign 

tasks to his employees based on SDLC models (Waterfall, Spiral, Iterative, and V-shaped) and to 

be able to estimate costs based on salaries and personnel expenses. The main objective will not be 

to manage staff in general, such as shifts and documents, but to manage staff based on SDLC 

models which is the state of the art of the system. All SDLC models will be able to be used directly 

without any additional configuration and will be open source for future additions that one wishes 

to make or to adapt to own existing system. 
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3 System Analysis & Design 

    The goal of this master thesis is a system that helps someone manage the staff in his team 

according to the SDLC models (Waterfall, Spiral, Iterative, and V-shaped). On this innovation, the 

requirements that will be presented below and the diagrams that were created before the start of 

the implementation were based. It is very basic for a system before starting the implementation to 

be fully aware of the requirements and the functions it should have. First, I started the literature 

search, and then the requirements and functions were recorded. In the following chapters 

requirement list and diagram will be presented and then in System Design will analyze the use-

case diagram, component diagram, sequence diagram, activity diagrams, and ERD diagram. 

 

3.1 System Textual Description Analysis  
 

     The structure of the system consists of two basic subsystems that must operate in parallel for 

the smooth operation of the overall system. It is divided into the backend and the frontend. The 

fronted is the user interface i.e. it is what the user sees on the screen and uses. The backend is 

responsible for storing the data in the database, processing it, and sending it to the frontend to 

display it. The union of these two subsystems is done by sending data from one subsystem to the 

other.  

     Before the implementation of the system was started, in the first phase, research was done on 

the type of system that had to be implemented and its functions. More specifically I studied similar 

systems that exist in the market and in literature to define the features and functions that the system 

had to have and be state of the art at the same time. It turned out to be quite a time-consuming 

process as this system is innovative in the multiple options it gives to the user, thus requiring many 

different technologies for its implementation and proper recording of the requirements that 

emerged.  

     At the beginning of the implementation of the system, the database schema was designed, which 

defined the tables that the system needed to store the data and the relationships that had to be 

developed between the tables. The relationships between the tables were a very important point as 

in this way the data we need can be extracted and also we can directly find the data we are looking 

for as it is done in all relational databases.  
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    Then the development of the backend started based on the database schema that had been 

designed. For the development, I used Spring Boot which is an open-source Java-based 

framework, and started creating the classes with the fields defined in the database schema. The 

classes were a visual representation of the tables in the database and the relationships between 

them. This was a way of verifying that our system was created according to the database schema 

that had been defined and that our data would be stored in the correct tables. Then the functions 

and controllers were created that is responsible for processing and storing the data in the database. 

    The data entered the system through endpoints created by HTTP requests via the Postman 

application and the entire system was controlled from the moment the data entered until it was 

processed, stored, or sent back again. The Postman application is an Application Programming 

Interface (API) and was used as a frontend simulator to send the data that would have been sent 

normally if the frontend had been developed to check that everything was working correctly on 

the backend. 

     For the development of the frontend was used JavaScript, CSS (Cascading Style Sheets), and 

React.js (JavaScript library for user interfaces). The system screens started to be created with the 

help of React and the use of Material-UI library which offers a wide variety of components that 

can be used with ease. The reason why these technologies were used is that they offer huge 

customization possibilities depending on the look the user wants to give to their system and are 

easy to learn and use. Once a screen was completed, tests were done on the display of the data and 

sending it to the backend. The frontend and backend in many cases were developed in parallel 

because changes and additions of new functions were needed. The two subsystems were running 

separately on a server each within the same computer just on different ports only during the 

development of the system. 

 

3.2 System Analysis  

 

     The central idea of the system is to offer users the ability to manage their staff based on the 

SDLC models to have an overview of the software development progress and the cost of the project 

concerning the salaries of the teams that will take on the project. The team manager will be able 

to register and then enroll their staff in the system so that they can inform about the projects 
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assigned and other information such as their salary. The main feature of the system will be that 

everyone will be able to access it and be directed based on the instructions of the leader.   

1.2.1 Requirements List and Main Requirement Diagram  

     Proper software development always requires that the requirements to be met by the system to 

be developed are fully articulated. To properly write and represent the requirements, the Systems 

Modeling Language (SysML) was used which was developed as a graphical dialect of the Unified 

Modeling Language (UML) to analyze and represent complex systems so that they can be easily 

understood [41]. Figure 6 shows a Requirement List that analyzes the requirements and functions 

that the system should have.  

Requirement Title Description 

REQ1 Frontend The application must have a 

user interface user that will 

be easy to use. 

REQ2 Backend The system should process 

and store the data using the 

backend. 

REQ3 Database The system should have a 

database to store the data in 

relational tables so that they 

can be retrieved by the 

Backend 

REQ4 Login/Register The user will be able to log in 

to the system or register 

himself/herself or employees 

depending on his/her role 

REQ5 Roles The system should support 

two roles (Admin, User) so 

that each Admin can manage 

the Users he has registered. 
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REQ6 Change Password The user will be able to 

change his/her password at 

any time. 

REQ7 New Task The admin will be able to 

assign tasks to any users 

wishes based on the SDLC 

models (Waterfall, Iterative, 

Spiral, V-shaped) 

REQ8 Calendar Users will be informed about 

the tasks assigned to them 

and their deadlines. 

REQ9 Add/Delete User Admin will be able to add 

and remove users whenever 

he needs 

 

REQ10 Responsive The system should be 

responsive to be able to work 

on mobile devices or screens 

of different sizes from the 

computer. 

REQ11 JWT The system will be secured 

by using JSON Web Tokens 

(JWT) between the user and 

the system to avoid external 

threats. 

REQ12 UI Components The UI should be created 

using components that are 

easy to use for the user. 

Figure 6 Requirement List 
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    The requirement diagram of the system that describes its central structure is shown in figure 7. 

It consists of the first three requirements that are needed for the system to work. It is a basic 

requirement that every system is related to. It should have a Frontend that the user will see and 

manipulate, a backend that will process the data, and the Database where the data will be stored. 

 

 

 

 

 

 

 

 

 

 

 

 

 

Figure 7 Main Requirement Diagram 

 

 

3.2.2 Frontend requirement diagram  

    The Frontend is the user interface of the system, i.e. the image that the user sees on his screen 

and interacts with. It is a very important part of the system because based on the user's experience 

of the user interface and ease of use, the user's opinion of the system is determined. The 



32 
 

requirement diagram of the Frontend is shown in figure 8. The basic requirement (REQ017) is that 

the Frontend should be able to change according to the role the user will have. The screens will be 

different for the Admin who can assign tasks and for the User who can just be informed about the 

tasks assigned. All users should be able to use the system from all screen sizes whether from mobile 

or PCs, which is the requirement (REQ010), and the screens should be easy to use without the 

need for an explanation from an expert which is the requirement (REQ012). The screens are made 

easy to use by using UI Components in the implementation to allow the system to have high-

quality graphics. 

 

 

 

 

 

 

 

 

 

 

 

 

Figure 8 Front-end Requirement Diagram 

 

 

 

 

 



33 
 

Figure 9 Backend Requirement Diagram 

3.2.3 Backend requirement diagram  

     The Backend requirement diagram is shown in figure 9. It is the part of the system that is 

responsible for processing the data and storing it in the database or sending it back to the Frontend. 

The data to be stored in the database should have the appropriate tables which is the requirement 

(REQ019) and the backend should be connected to the database which is the requirement 

(REQ025). A key feature that makes our system secure against malicious activities is the 

requirement (REQ011) that JSON Web Tokens are used by the system. With JWTs the system can 

authenticate the user sending data by verifying the identity of the user at each iteration through the 

tokens. 
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Figure 10 Repository Requirement Diagram 

3.2.4 Database requirement diagram  

      The database stores all system data and is connected to the backend. In the beginning, we need 

to create the database which is required (REQ029) to be able to store the data within the tables. 

The tables should have relationships between them, depending on the role each table has. This way 

the backend will be able to pull the data according to the fields it needs. 

 

 

 

 

 

 

 

 

 

 

 

3.3 System Design  

     The system design will be analyzed using Unified Medical Language System (UMLS) 

diagrams. It is a key tool because it is a graphical language for visualizing and identifying the 

elements that make up a software system like the one being analyzed. With UML diagrams an 

overview of the system based on its functions can be made and can be much easier to understand 

for developers without the need for unnecessary explanation time. It still offers the possibility of 

easy understanding by people who are not part of the technical team and a complete analysis of 

the system before starting its implementation. UML diagrams are divided into several categories 

depending on whether they depict classes, packages, components, and the relationships between 
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them [46]. Five different UML diagrams developed for the system implementation will be 

presented below: 

1. Component Diagram 

2. Use case 

3. Activity Diagram  

4. Sequence Diagrams 

5. Entity Relationship Diagram (ERD) 

 

3.3.1 Component Diagram  

     The Component Diagram is used in large object-oriented systems to analyze the static models 

of the system and the relationships between them. It divides the system into smaller components 

and is a physical representation of the behavior that each component has with the others. Figure 

11 shows the component diagram of the system with the main components. The Fronted, Backend, 

and Database are the main components of the system. Initially, the Web Browser runs the Fronted 

code to display the system on the screen. The Frontend uses libraries (Material UI, React-

Bootstrap) as depicted in the figure so that it can be easy to use. It then communicates with the 

Backend using the Axios library that allows HTTP requests. The Backend communicates with the 

Frontend and the Database that stores the data. Finally, the Database uses MySQL. 
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Figure 11 Main Component Diagram 

 

 

 

 

 

 

 

 

 

 

 

 

 

3.3.2 Use case  

     The Use case diagram shows the interactions that the user (actor in UML) can have with the 

system. It contains the scenarios that the user can follow in the system with all the options 

provided. In the system being analyzed, we have two different roles, the simple user and the admin 

who can create as many users as he wants. Figure 12 shows the basic use case of the system with 

all the possible options that both roles can have. 

     Initially, the Admin can register or log in depending on whether they already have an account 

or not. Then he can view his account information in the dashboard and edit it. He can see the list 

of all the employees he has added, and he can add more or remove someone. Also, he can still 

view and edit the financial information of his employees and assign them tasks based on whatever 

model he wants. The tasks are displayed in the calendar which he can edit and finally, he can 

change his account password or delete his entire account with his employees together if he wants.  
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Figure 12 Main Use Case Diagram 

     The simple user can log in to the system if the admin has added him and can view his account 

information in the dashboard and edit it. He can then see his financial details like his salary and in 

the calendar, he can see the tasks assigned to him. Finally, in the settings, he can only change his 

password but not delete his account as only the admin has this choice available. 
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Figure 13 Use Case Scenario 

     The second use case is shown in Figure 13 and is a more specific scenario between the admin 

and a simple user. The admin can see all his employees and has three options if he wants. First, he 

can search for a specific employee, second, he can add an employee but form validation will have 

to be done with the employee details he declares and third, he can delete an employee with form 

validation forced. Then both roles can view the financials section, but the admin has the overall 

view of the expenses and number of employees while he can edit this data. The simple user can 

see his monthly or yearly earnings from the company.  
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Figure 14 Simple User Activity Diagram 

3.3.3 Activity Diagram 

      The Activity Diagram shows the steps that take place in a system when the use case is executed. 

The user can see the activities he can have in the system each time he selects a path of activities. 

The main purpose of the diagram is to describe the flow from one activity to another rather than 

between objects in the system. Figure 14 shows the activity diagram of the simple user when using 

the system. It starts with login and only when authentication is done the user can enter the system. 

Then he has many options as mentioned above such as viewing the dashboard and editing his 

information. All activities also contain the option to log out of the system at any time the user 

chooses. 
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Figure 15 Admin Activity Diagram 

     The Activity Diagram of the admin is shown in figure 15 and it is much larger than the simple 

user because he has many more permissions in the application. He can view and edit his employees 

that the simple user cannot and assign tasks in any model he wants. He can still manage the 

financials of his staff and renew their tasks. Finally, he can delete only his account which implies 

that all his employees' accounts will be automatically deleted. 
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Figure 16 Admin First Sequence Diagram 

3.3.4 Sequence Diagrams  

      Sequence Diagrams is an interaction diagram and illustrates how and in what order the objects 

in the system work together. The visualization is based on the time when the user starts using the 

system and shows step-by-step how the operations are performed. In many cases, the sequence 

diagrams become very large in scale because they have to show many functions. That is why in 

the system analyzed two diagrams were created for the admin and the simple user. Figure 16 shows 

the actor which is the admin and contains the dashboard, employees and financials sections.  
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Figure 17 Admin Second Sequence Diagram 

Figure 18 Simple User Sequence Diagram 

    Figure 17 shows the other sections for admin which are calendar, new task, settings and logout. 

 

 

 

 

 

 

 

 

 

     Finally, figure 18 shows the sequence diagram that has a simple user as an actor. The simple 

user has sections dashboard, financial, calendar, settings, and logout. 

 

 

 

 

 

 

 

 

 

 

 



43 
 

Figure 19 ERD 

3.3.5 Entity Relationship Diagram (ERD)  

     The Entity Relationship Diagram (ERD) is a flowchart that shows how entities in the database 

are connected. Figure 19 shows the ERD for the system being analyzed and shows in detail the 

tables that exist in the relational database. The key entity for the whole system is the users table 

which contains the basic information for all users and all other entities are directly linked to this 

entity. The roles for users are contained in the user_roles entity that defines when a user is an 

administrator or a simple user. Finally, each different model that the administrator assigns to 

simple users has its entity with information such as dates or costs. 
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3.4 System Technologies  

      The technologies used to develop the system aim to provide the user with a system that is easy 

to use and safe to operate. Before the implementation of the system, research was conducted for 

innovative technologies that can fully interoperate with each other and have the ability to support 

complex systems such as the one being analyzed. They should be maintainable but also leave room 

for future additions to the system. The technologies chosen had in common that they were all quite 

popular and there is a huge community offering open-source and ready-made implementations for 

a variety of issues that need implementation. For the thesis, they had to be technologies that other 

developers could easily use in the future since the code would be open source. The technologies 

chosen for the implementation of the system are: 

1. React.js : It is a JavaScript framework and is responsible for the User Interface (frontend). 

It is supported by a large community of developers and is one of the most popular choices.  

2. Spring boot: It is responsible for data processing and storage (backend). It is one of the 

most famous Java frameworks and is very much used for developing web applications and 

microservices.  

3. MySQL: MySQL is an open-source relational database management system (RDBMS). 

This system uses Structured Query Language (SQL) and this is where all the data of the 

system being analyzed is stored. 
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Figure 20 React Js Example 

3.4.1 React.js  

     React.js is one of the most popular JavaScript frameworks in the world. It was developed in 

2011 by developers and is used by very large companies like Netflix and Apple. It is the first 

choice for many programming companies as it has many advantages over other JavaScript 

frameworks [42]. The main advantages of React.js are: 

• Its performance is quite high even on huge amounts of data 

• It is easy enough to understand for programmers who want to develop systems quickly  

• It offers long-term stability without the risk of interrupting upgrades. 

• It is supported by a large and active community where someone can search for different 

implementations or even ask for help if needed 

• Has a huge variety of component libraries like Material UI used in this system 

      For the master thesis, it was chosen because it needed a framework with these advantages 

discussed above and because it had to be on technologies that would allow future modifications 

and additions to the system easily. Figure 20 shows the code containing the main paths of the 

system, written in React.js.  
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Figure 21 Material UI  Example 

      Point 1 shown in figure 20 all the imports that the code needs to run. They are data stored in 

other files or libraries ready for use. Point 2 is the JavaScript code that consists of a few lines as in 

the figure or can reach hundreds of lines when we have complex functions that need to run. In this 

example, we are simply giving a color code to a variable that will be used as a theme throughout 

the application. Point 3 is the HTML code and React components used. A component can be 

written with code locally in the application in another file or it can be ready-made from a library 

such as Material UI. In all cases, a component should always be opened and closed depending on 

whether it has internal components or is called by itself. In the example, in figure 20 the Router 

component opens on line 22 and closes on line 27 because it has other components called 

internally, while the Route component opens and closes on line 23. The purpose of these lines of 

code throughout the figure is to create paths that the user can have within the application to switch 

pages.  

     The Material UI library was used because we needed the application to be easy to use and have 

many screens dynamic in the user interface. This library provides dozens of ready-made 

components that can be very easily integrated into the code and are immediately functional. Figure 

21 shows a table of employees that the admin view when managing his staff. This table is a 

Material UI component called TableContainer and with many changes and code additions, it was 

configured as shown in the figure. 
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Figure 22 Spring Boot Class Example 

3.4.2 Spring boot 

    It is one of the most popular open-source Java-based frameworks used for standalone and 

commercial applications. It is an ideal tool for developers who need to create microservices for 

their applications or create web applications. Spring boot is very popular in the developer's 

community because it offers the dependency injection feature that allows objects to have their 

dependencies that the Spring container then integrates into them [43]. In this way, developers can 

create applications that consist of unified components which is the central idea behind 

microservices. 

     In the analyzed system, Spring boot was chosen because it is very easy to create endpoints to 

send data to the frontend. Still, a very big advantage is offered by the Java Persistence API (JPA) 

and it is a Jakarta EE application programming interface specification to maintain relational 

databases like the one used in the system. Many dependencies were used for the implementation 

such as MySQL-connector-java which helps to connect the backend to the database or spring-boot-

starter-data-JPA integrating the JPA discussed above. Figure 22 shows a small piece of code 

showing how a class (user) creates relationships within the database with other classes that also 

represent a table within the database. At point 1 a many-to-many relationship is created with the 

user_roles class containing their system roles. This means that many users can have many 

user_roles and the other way around. In point 2 of the figure, however, we can see that we have an 

OneToOne relationship which means that a user can have one Financial and the other way round. 
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     Figure 23 shows the controller of the user class and consists of two endpoints, each for a 

different purpose. At point 1 there is a Get with which when someone requests data with the 

appropriate URL ("/api/auth /getEmployees/{id}") and the appropriate id then it will return all 

employees corresponding to that id i.e. the id of the administrator as depicted in line 150. At point 

2 there is an endpoint with Delete which means that when someone calls this endpoint with the 

appropriate URL ("api/auth/deleteEmployee/ {username}") then it will delete the employee from 

the database according to the username given by the user who can only be the administrator for 

this call.  

 

Figure 23 Spring Boot Controller Example 

3.4.3 MySQL  

     MySQL is an open-source relational database management system (RDBMS) that is based on 

the structured query language (SQL). It was developed and maintained by Oracle Corporation and 

runs on all platforms such as Windows and Linux which are among the most widely used.  MySQL 

is one of the most famous systems in the world because it offers the ability to back up data and 

ensures that data is not going to be lost through recovery strategies. It manages relational databases 

and allows the developer to add, edit and view their data within the database [44]. 
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Figure 24 System Structure 

4 System Representative Use Case Scenarios 

     During the implementation of the system, priority was given to all the UML diagrams analyzed 

above as the requirements that the system should implement and the basic structure that it will 

have in its entirety had to be clearly defined. It is very basic before starting any implementation of 

a system that these steps are done very properly and in detail because there is a risk that the result 

will be much too time-consuming to implement and less efficient. In this chapter, the result of the 

implementation will be analyzed for each possible scenario that may arise from all the roles. In 

this way, the structure of the system and the possibilities it provides for the user will be fully 

understood. 

1.1 Representative Use Case Scenarios 

     The system is aimed at companies or teams of developers who have a team leader and assigns 

tasks to employees or simply other team members.  Based on this central idea the system supports 

two roles, admin and simple user. Each admin can have as many workers as they want but the 

worker-simple users can only have one administrator. The structure is shown in figure 24 and the 

admin is in the middle handling his simple users on the side. 
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Figure 25 Register Page 

4.1.1 Admin Role 

     When opening the application for the first time the admin will have to register and fill in his 

information. Only the admin is allowed to register, and the registration form is shown in figure 25.  

 

 

 

 

 

 

 

 

 

 

 

 

 

 

The information that the application requests from Admin are:  

1. First Name 

2. Last Name 

3. Organization Name 

4. Email 

5. Username 

6. Password 
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Figure 27 Register Wrong Email Page Figure 26 Register Wrong Password Page 

7. Re-Password 

     The admin after entering the data required then the system validates if all the fields are filled 

in and if they are in the correct format. The correct format changes depending on the field like 

the email is checked if the one given with @ in it or the passwords must be the same. Figure 

26 and 27 shows how the application notifies the admin that he has given incorrect data.  

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

     Once the admin successfully registers then he can enter the application with the details he 

provided during registration. Figure 28 shows the login of the application which is the same for 

both roles. He needs the username and password to log in.   
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Figure 28 Login Page 

 

 

 

 

 

 

 

 

 

 

 

 

    The system validates that the information provided in the login form is correct and the admin 

enters his dashboard. Figure 29 shows the admin's dashboard and his account information. The left 

part shows the details: 

1. First Name 

2. Last Name 

3. Username 

4. Gender 

5. Birthday 

6. Nationality 

     In the right part of the screen the name and location of the company organization are displayed 

and below it the contact details such as email, phone, and address. Admin can edit all this 

information by pressing the button at point 2 shown in the figure. 

 

 

 

 

 



53 
 

Figure 29 Admin Dashboard Page 

Figure 30 Admin Update Info Page 

 

 

 

 

 

 

 

 

 

 

 

 

    When the button at point 2 is pressed a window opens which is shown in figure 30. 
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Figure 31 Admin Menu Page 

    The information provided in the registration is already filled in and the rest is blank. All fields 

can be changed and at the end, the corresponding EDIT button can be pressed to save or the 

CLOSE button to close the window. The other option the admin has is to press the button located 

at point 1 of his dashboard and open the navigation menu shown in figure 31. 

 

 

 

 

 

 

 

 

 

 

    The options that the Admin role has for navigating through the system are: 

1. Dashboard 

2. Employees 

3. Financial 

4. Calendar 

5. New Task 

6. Settings 

7. Log Out 

 

    Each category has different functions which will be analyzed below. When the Employees 

option is clicked then the admin sees the overall view of his employees as shown in figure 32. 
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Figure 32 Admin Employees Page 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

     The table at the beginning is empty but to make the description easier to understand I added 

some employees at the beginning. The table shows employee details such as Username, First 

Name, Last Name, and Email. The admin has two options and that is to add an employee or delete 

one. When he clicks to add an employee then the window is shown in figure 33. 
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Figure 33 Admin Add Employees Page 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

The application demands the admin to enter the details for the employee they wish to add and the 

details are: 

1. First Name 

2. Last Name 

3. Email 

4. Username 

5. Monthly Salary 

6. Insurance Cost 

7. Equipment Cost 

8. Start Date 

9. Password 

10. Re-Password 
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Figure 34 Admin Delete Employees Page 

Figure 35 Admin Financial Page 

     When the simple user-employee is added then the simple user will be able to log in with the 

details given to him by the admin and change his password himself for security reasons. When the 

admin wishes to delete an employee then the window is shown in figure 34. 

 

 

 

 

 

 

 

 

 

     Admin selects the employee he chooses to delete and clicks the DELETE button located below 

the drop-down button with usernames in figure 34 (not shown in the example). The next section 

that the admin role can select from the navigation menu is the financial section which is shown in 

figure 35. 
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Figure 36 Admin Edit Employee Financials Page 

     In this section, he has an overview of the financial data of his company or group. At the top, he 

can see the total number of employees, the monthly expenses that the team has, and the annual 

expenses calculated based on salaries and the equipment and insurance expenses of all team 

members. At the bottom is a table that has detailed financial information for each employee and 

the date they started working for the company. There is still an option to edit the costs that 

employees have by clicking the button at the bottom of the screen. Figure 36 shows the window 

for editing costs. 

 

 

 

 

 

 

 

 

 

 

 

     Depending on the username chosen by the admin, he can edit the expenses for the employee's 

equipment, salary, and insurance. The next section that the admin role can choose is a new task 

which is shown in figure 37. 
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Figure 37 Admin Add Simple Task Page 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

    The admin has five options as to the type of task he can assign: 

1. Simple Task 

2. Waterfall Task  

3. Iterative Task 

4. Spiral Task 

5. V-Model Task 

     The first task is the simple task which can be anything up to something complex. The other four 

are SDLC models and have been detailed above each one separately. In the shown figure 37 the 

Simple Task above is the first task the admin sees and can provide a title, description, employees 

who are assigned to it, and a start and end date. Based on the days the admin gives for a deadline, 

the cost of the task is calculated based on the salaries of the employees selected. The next task he 

can assign is the Waterfall Task shown in figure 38.  

 



60 
 

Figure 38 Admin Add Waterfall Task Page 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

     The Waterfall Task has a title, description, assigned users and the six phases that comprise the 

SDLC model discussed in the Background section. Each phase has a start and end date, and the 

application calculates the total cost of the task based on the sum of the days of each phase and the 

employees selected. The next task is the Iterative task which is shown in Figure 39. It has the same 

phases as the Waterfall task but is iterative as analyzed in the Background chapter.  
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Figure 39 Admin Iterative Task Page 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

     The next task is the Spiral task which is shown in figure 40 and has four phases. 
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Figure 40 Admin Add Spiral Page 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

     The last task is the V-Model task which has eight phases and is illustrated in figure 41. 
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Figure 41 Admin Add V-Shaped Task Page 
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Figure 42 Admin Calendar Page 

Figure 43 Admin Calendar with Tasks Page 

      The next module that the admin role can choose is the calendar which is shown in Figure 42. 

 

 

 

 

 

 

 

 

 

     In the calendar, the admin is informed about the number of tasks that are active at the top of the 

screen and can search if he is looking for a specific task. At the bottom, each type of task is 

displayed separately in each table with information about the start and end date of each phase and 

the cost with the implementation duration. Figure 43 shows the table of Waterfall tasks and 

Iterative tasks. 
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Figure 44 Admin Edit Calendar Task Page 

     The admin can edit the tasks individually by clicking on the button on each table. When he 

clicks on the Waterfall tasks, he can edit the data or complete the implementation as shown in 

figure 44.   
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Figure 45 Admin Settings Page 

Figure 46 Simple User Dashboard Page 

     When the task can have more than one iteration cycle then an additional iteration cycle can be 

added by specifying dates and personnel who will or can process the current iteration cycle. The 

next section that the admin can select is Settings which is shown in figure 45. There is an option 

to change the password at the top of the screen or delete the account along with all employee 

accounts. 

 

 

 

 

 

 

 

 

 

 

 

4.1.2 Simple User Role 

The simple user has fewer permissions within the application, so the screens should be simpler. 

When the admin registers the simple user and gives him the details to log into the application then 

the simple user sees the dashboard which is shown in figure 46. 
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Figure 47 Simple User Financial Page 

     The options that the simple user has for navigating the menu are five and they are: 

1. Dashboard  

2. Financial 

3. Calendar 

4. Settings 

5. Log out 

     When the simple user selects the financial section then he can see the financial data concerning 

him as shown in figure 47.  

 

 

 

 

 

 

 

 

     The simple user is informed about his monthly and annual salary and the start date of work on 

the left side of the screen. In the right part of the screen, he is informed about the cost of his 

insurance and the cost of equipment per month. Figure 48 shows the screen when the simple user 

selects the calendar section.  
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Figure 48 Simple User Calendar Page 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

     It is informed about the tasks assigned to it and can also search for a specific one. The next 

section that the simple user can select is settings which are shown in figure 49. 
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Figure 49 Simple User Settings Page 

 

 

 

 

 

 

 

 

 

 

 

      The only setting he is allowed is to change the password. The simple user was much simpler 

to implement but enough research was done to ensure that he could not affect the workflow of the 

rest of the team even if there was malicious activity on his part. He is given the necessary 

permissions to be aware of the tasks assigned to him and his financial details. 
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5. Conclusion & Future Work  

 
5.1 Conclusion  

 
    SDLC models are a very basic tool for the proper creation and modification of a reliable high-

quality software system. Many complex systems run the risk of being implemented incorrectly or 

leaving a schedule when there is no proper forethought and steps in their implementation.  The 

choice of any SDLC model depends largely on the deadline, available developers, and budget. 

Many companies spend a lot of money to properly implement their systems and manage their staff 

at the same time. By properly managing the staff and the implementation project, the risk of failure 

is drastically reduced. 

     Based on all the above, the idea of this master thesis was based on the aim to make the system 

as useful as possible to the groups that need it and to be free of charge to anyone who wishes to 

extend it, use it or study how to implement it. It is not a simple project as it combines many 

different fields of computer science on a technical and theoretical level to be able to offer the user 

the right tool he needs. Its strongest feature is the technologies used as they are new technologies 

with a lot of community support and usefulness to many companies. The project was challenging 

to implement because it needed all the technologies to be developed in parallel so that they could 

work together. It has been a source of knowledge because it can give a comprehensive view of the 

requirements and obstacles that a developer may have even in a large-scale commerce application. 

In conclusion, the purpose of the application developed in this master thesis is to be a basic tool 

for someone who needs to manage a team of developers and have a complete image of the tasks 

he assigns based on the SDLC models that are the state of the art of the whole application.  Still to 

be able to add and delete members from his team whenever he needs and to be able to cost the 

projects undertaken by the team based on the salaries of the employees to whom it is assigned. 

Finally, employees will also be able to be informed about the tasks assigned to them and the 

deadline of each phase separately for each SDLC model. 
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5.2 Future work  

 
     The system has a lot of prospects for development and can be adapted to other systems or 

expanded on its own in many different directions. During its implementation, the emphasis was 

put on using technologies that are very famous for this purpose and that in the future a developer 

can easily extend the system using help from various open-source communities. The future 

changes and additions that can be made to the system are: 

• Support additional SDLC models in addition to the ones it already has. The application 

supports Waterfall, Iterative, Spiral, and V-Shaped SDLC models but someone can add as 

many more as desired, provided that one can graphically represent the phases of the new 

SDLC model and add the functions needed to calculate various data. Among the most 

famous SDLC methodologies that can be added are Agile and Scrum.  

• Extension to HRMS to allow for better staff management. The application has all the 

essentials for personnel management such as salaries and basic data. It was implemented 

this way because it was not intended to be considered an HRMS. It can however be 

extended to fully functional HRMS if additional screens are added that contain much more 

information for employees such as schedules, uploading files, statistics, and more.  

• Adding additional roles to the application. The application supports two roles, admin and 

simple user. A role could be added that would have the role of a project supervisor 

assuming a new SDLC metadata requires it. Another role could be an accountant that would 

oversee the financials of the company.  

• Support for additional languages to make it available to a wider range of users and 

companies. 

• Additional functions for the admin to have a more complete image of his team. He will 

have the ability to statistically view the performance of each of his employees and will be 

able to view the financial statistics of each employee individually for the long period that 

he has been contributing to the team. 
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• Create a mobile or desktop application. With the mobile app, users will be able to enter 

and view data without having to open the browser. With the desktop application companies 

could use the application on a closed network locally greatly reducing the risk of malicious 

activity 

• In-app chat support between roles. When Admin will want to inform an about a change or 

event to a simple user, he can send a message from the application and a notification will 

be displayed on the dashboard 

• Notifications that a deadline for a task is approaching. The user will receive a notification 

at the dashboard or an email that a deadline is approaching for a task that has been assigned 

and needs to be completed. 
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